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## Problem: Finding Patterns in Text
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awarded by Télécom ParisTech on March 14, 2016. Former student of the École normale supérieure.
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- We want to find a pattern $P$ in the text $T$ :
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- Write the pattern as a regular expression:

$$
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$\rightarrow$ How to find the pattern $P$ efficiently in the text $T$ ?
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- A pattern $P$ given as a regular expression

$$
P:=\sqcup[a-z 0-9 .]^{*} @[a-z 0-9 .]^{*} \sqcup
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- Output: the list of substrings of $T$ that match $P$ :
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$\rightarrow$ Complexity is $O\left(|T|^{2} \times|A| \times|T|\right)$
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- The number of matches is $\Omega\left(|T|^{2}\right)$
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## Enumeration Algorithms

Idea: In real life, we do not want to compute all the matches we just need to be able to enumerate matches quickly

## Q how to find patterns

## Search

## Results 1-20 of 10,514

View (previous $20 \mid$ next 20) $(20|50| 100|250| 500)$
$\rightarrow$ Formalization: enumeration algorithms

## Formalizing Enumeration Algorithms

```
Antoine Amarilli Description Name Antoine
Amarilli. Handle: a3nm. Identity Born
1990-02-07. French national. Appearance as
of 2017. Auth OpenPGP. OpenId. Bitcoin.
Contact Email and XMPP a3nm@a3nm.net
Affiliation Associate professor
            Text T
    \sqcup[a-z0-9.]*@
    [a-z0-9.]* \sqcup
        Pattern P
```
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Two ways to measure performance:

- Total time for phase 1
- Delay between two results in phase 2
... as a function of the text and pattern
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- A pattern $P$ given as a regular expression

$$
P:=\sqcup[a-z 0-9 .]^{*} @[a-z 0-9 .]^{*} \sqcup
$$

- What is the delay of the naive algorithm?
$\rightarrow$ it is the maximal time to find the next matching substring $\rightarrow$ i.e. $\mathbf{O}\left(|T|^{2} \times|A|\right)$, e.g., if only the beginning and end match
$\rightarrow$ Can we do better?
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## Theorem

We can enumerate all matches of a pattern $P$ on a text $T$ with:

- Preprocessing in $O(|T| \times$ Poly $(P))$
- Delay polynomial in P and independent from T
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## Automaton Formalism

- We use automata that read letters and capture variables
$\rightarrow$ Example: $\boldsymbol{P}:=\bullet^{*} \alpha a^{*} \beta$ •*

- Semantics of the automaton $A$ :
- Reads letters from the text
- Guesses variables at positions in the text
$\rightarrow$ Output: tuples $\langle\alpha: i, \beta: j\rangle$ such that
$\boldsymbol{A}$ has an accepting run reading $\alpha$ at position $\boldsymbol{i}$ and $\beta$ at $\boldsymbol{j}$
- Assumption: There is no run for which $A$ reads the same capture variable twice at the same position
- Challenge: Because of nondeterminism we can have many different runs of $A$ producing the same tuple!
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Compute a product DAG of the text $T$ and of the automaton $A$
Example: $\operatorname{Text} T:=$ aaaba and $P:=\bullet^{*} \alpha a^{*} \beta \bullet^{*}$,
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| :--- | :--- | :--- | :--- | :--- |
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## Proof Idea: Product DAG

Compute a product DAG of the text $T$ and of the automaton $A$ Example: Text $\boldsymbol{T}:=$ aaaba and $\mathbf{P}:=\bullet^{*} \alpha a^{*} \beta \bullet *$, match $\langle\alpha: \mathbf{0}, \beta: \mathbf{3}\rangle$
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## Proof Idea: Product DAG

Compute a product DAG of the text $T$ and of the automaton $A$ Example: $\operatorname{Text} T:=$ aaaba and $P:=\bullet^{*} \alpha a^{*} \beta \bullet *$,

$\rightarrow$ Each path in the product DAG corresponds to a match
$\rightarrow$ Challenge: Enumerate paths but avoid duplicate matches and do not waste time to ensure constant delay

## Implementation and Experiments



## Implementation and Experiments


$\square$ Search or jump to... Pulls Issues Marketplace Explore $6+\cdots$ 㬿
ย PoDMR / enum-spanner-rs
forked from remi-dupre/enum-spanner-rs
<> Code
\%\% Pull requestsActions
Projects
$\square$ Wiki
(1) Security

(a) Enumeration delay
(b) Preprocessing speed and index structure size

Fig. 2. Enumerating the query TTAC. $\{0,1000\}$ CACC on inputs of different lengths
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With B. Kimelfeld, S. Mengel:
How to enumerate maximal matches of a pattern?


With C. Paperman, L. Jachiet:
Can we maintain regular membership information for dynamic words?


Thanks for your attention!
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## Proof idea: on-the-fly computation to avoid duplicates

$i \quad i+1$


- We are at a position $i$ and set of states in blue
- Partition tuples based on the set S of variables assigned at the current position
- For each $S$, consider the set of states where we can be at $i+1$ when reading $S$ at $i$
- Example: $\boldsymbol{S}=\{\alpha\}$
$\rightarrow$ We must have preprocessed the DAG to make sure that we can always finish the run
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- Issue: When we can't assign variables, we do not make progress

- Idea: Directly jump to the reachable states at the next position where we can assign a variable
- Challenge: Preprocessing in linear time in $T$ and polynomial in $A$ :
$\rightarrow$ Compute for each state the next position where we can reach some state that can assign a variable
$\rightarrow$ Compute at each position $i$ the transitive closure to all positions $j$ such that $j$ is the next position of some state at $i$ (there are $\leq|A|$ )
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## Proof idea: flashlight search

- Issue: Finding which variable sets we can assign at position i?

- Idea: Explore a decision tree on the variables (built on the fly)
- At each decision tree node, find the reachable states which have all required variables (1) and no forbidden variables (0)
$\rightarrow$ Assumption: we don't see the same variable twice on a path

